Mail client with data transfer protected with end-to-end encryption
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Abstract. This article is devoted to the study of the issues of secure messaging and file exchange by e-mail at the enterprises of the agro-industrial complex. The purpose of this work is to develop an algorithmic support and software of mail client that supports the functionality of end-to-end data encryption. The following research methods are used in the article: comparison method, observation method, structural analysis method. The comparison method is used to identify differences between key distribution protocols. Methods of observation and analysis make it possible to understand the behavior of various protocols within systems that differ in technical and software properties. The article consists of four parts: Introduction, Materials and Methods, Results, Conclusions. The first part describes the relevance of the topic, discusses the features of various cryptographic protocols. The second part describes the developed algorithms that ensure the operation of the mail client and end-to-end data encryption. The third part discusses the results of software implementation of the developed algorithms. In the fourth part conclusions are made and summed up. The main results of the work are algorithmic implementation of software for local architecture based on the use of symmetric cryptography; a software tool designed according to a local scheme, including modules that allow you to develop a system on a client-server architecture.

1 Introduction

Currently, information security issues are of great importance, including for enterprises of the agro-industrial complex. A modern agricultural enterprise is not only automated product processing lines, but also an extensive IT-infrastructure, process control dispatch centers, automated warehouses, complex information exchange, including by e-mail [1]. Of great interest to agro-industrial enterprises using public networks are aspects related to the confidentiality of the information they transmit [1-16]. However, it is very difficult to identify cases of eavesdropping and traffic analysis. Therefore, to prevent such cases, various types of encryptions of transmitted data are used [6-16], including end-to-end encryption [10, 11]. The main advantage of end-to-end encryption is that only the recipient
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and sender of the message can decrypt the transmitted data. Thus, the confidentiality of information exchange is ensured. Even though end-to-end encryption technologies are not new and have been around for a long time, they have not been widely used for several reasons. Firstly, many service providers are not interested in protecting the privacy of user data, since the distribution of this information to advertising services owners brings more profit. Secondly, almost all software tools where these technologies are implemented require self-management and key exchange, which is quite difficult even for the most technically literate users. In view of this, the topic of this work is relevant.

The object of research is information processes occurring in information systems for the transmission of electronic mail messages. The subject of the study is the encryption of data during their transmission by means of information systems for the transmission of postal electronic messages. The aim of the work is to develop an algorithmic support and software of mail client that supports the functionality of end-to-end data encryption. To achieve this goal, it is necessary to solve several tasks: to analyze cryptographic protocols for key distribution; implement information support for the development of the mail client; develop a software implementation of the mail client.

When implementing an email client with the transfer of messages and attachments protected by end-to-end encryption, the following protocols were selected for secure data exchange for comparison: Diffie-Hellman protocol, MTI protocol (Matsumoto, Takashita, Imai), STS protocol (Station-To-Station) and modifications of these protocols. Next, we will analyze the vulnerabilities of each of them to determine the most appropriate protocol for the software, considering its technical and algorithmic features.

The Diffie-Hellman protocol is a cryptographic protocol that allows two or more subscribers to generate a common secret “word” using a communication channel that is open for listening. The key obtained in this way is used to encrypt the subsequent exchange of messages using symmetric encryption cryptographic algorithms [13, 14]. The Public Key Distribution Order published by Hellman and Diffie was a breakthrough in the world of encryption because it eliminated the problem of key distribution. However, the weakness of the Diffie-Hellman protocol is the lack of authentication of the parties.

MTI are key distribution protocols that were proposed by T. Matsumoto, Y. Takashita, and H. Imai to prevent a man-in-the-middle attack on the Diffie-Hellman scheme [14, 15]. MTIs are public key distribution protocols that rely on the exchange of messages between parties A and B and the calculation of a secret session key. However, these protocols also have disadvantages the MTI/A0 protocol is able to provide key authentication for side A, but cannot provide key authentication for side B. This is a significant drawback of this algorithm.

The STS protocol is a protocol for obtaining a shared secret key over an open channel [16]. A positive feature of the protocol is the two-way confirmation of the key. However, for the considered version of the protocol, a two-way attack with an unknown common key is applicable. As a result, users C and D, who formed a coalition, mislead users A and B, who formed a common key. At the same time, user A is sure that it has formed a shared key with user C, and user B is sure that it has formed a shared key with user D.

Thus, all considered key distribution protocols have vulnerabilities, so the choice of the protocol in favor of Diffie-Hellman is due to the simplicity of implementation, in comparison with MTI/A0 and STS. The Diffie-Hellman vulnerability is offset using the SSL protocol.

The AES cryptographic algorithm is used to encrypt the contents of emails, ensuring secure data transmission from the sender to the recipient without the possibility of viewing this information by third parties.
2 Materials and methods

To develop an email client with data transfer protected by end-to-end encryption, we will define the following practical aspects: the software tool has a client-server architecture; interaction between the server and the client is carried out using the Hyper Text Transfer Protocol Secure (HTTPS) protocol using a certificate certified by a certification authority; Diffie-Hellman protocol is used to provide end-to-end encryption. As additional protection measures, eliminating, in particular, the vulnerability of the Diffie-Hellman protocol to the "man in the middle" attack, the SSL protocol and a certificate of a certification authority are used.

To use the software, the user must create an account. To register, you need to provide data that will then be used for identification and authentication: username and password.

To provide end-to-end encryption concepts, the account password, both during registration and authorization, is transmitted to the server using the Diffie-Hellman protocol. Before being sent, it is converted by the client into a shared key based on the server's public key and the user's initial password. The password should not be known to anyone except the user, since it is used to build a secret key for encrypting and decrypting emails with a symmetric encryption algorithm. Thus, the server does not receive the real password and has no way to 'pull' it from the shared key.

If the registration is successful, the server creates a user account in the database. A Diffie-Hellman public key is also automatically generated for the new user. It is later used to create a shared key between the sender and recipient of the email. Since in the event of information leakage from the database, an attacker who has gained access to the account will be able to log in under it, user passwords are stored in a closed form using the PBKDF2 standard with the SHA256 hash and do not allow such a vulnerability. However, it is worth noting that even in the case when an attacker can get a shared key, he will not be able to decrypt messages when he logs into the account, since the secret key of the encryption algorithms is the user's password in its original, which is stored in the local memory of the account owner's device.

Additional protection of user data is provided by Hyper Text Transfer Protocol Secure using a certificate from a trusted server. Thus, all data inside requests to the server is encrypted, and this does not allow an attacker to carry out attacks by listening to a network connection (sniffer attacks, man-in-the-middle attacks, etc.).

To log in, the user needs to go through the authentication procedure: enter and send a name and password. Also, as in the case of registration, the password is converted into a Diffie-Hellman pre-shared key before the form is submitted. Then, in the form, the entered password is replaced with the obtained public key. The form is sent to the server. As a result, the client receives a response about the success or failure of the operation. Thus, the user performs registration and authorization before starting work with e-mail. At this stage, the public (on the server) and private (on the client) keys of the user are created and stored, which are necessary for encrypting and decrypting data when exchanging electronic messages.

To send and view messages from a mail account, it must be linked to a client account. To do this, a form is filled in with the data of the mail account and sent to the server. E-mail and password are specified, the information is stored in the database for further use in the interaction between the server part of the client and mail services. The mail password is stored privately using the AES cryptographic algorithm in CBC mode using a 128-bit key that is not stored in the database. Thus, passwords from mail accounts in the event of a database leak will not be available to an attacker.

The number of linked mail service accounts is not limited. However, there is a ban on linking a mail account that is already linked to another user. This is due to the fact that...
when sending a message to users with the same mail, the system will not be able to determine whose public key must be taken for further encryption or decryption. For this reason, the data may not be decrypted correctly at the endpoints.

After binding, the user can enter the mail account management interface. At each login, before responding to the client, the server queries the IMAP or POP3 email access protocols for the contents of the mail. Further, the received information is stored in the server database. Since the messages are encrypted and it is impossible to access them without the user's password, the principles of end-to-end encryption are not violated.

The received messages inside the base views have the architecture of the models. Thus, a tool can universally access all models and their objects using the same set of commands, queries, or functions.

Message files are also stored in encrypted form and are presented as models that store the path along which they are located in the data storage (hard drive, cloud storage, etc.).

Then the server receives a list of letters from the requested user (determined by the session key), arranges them as needed, and issues a response to the client. The client displays the received list to the user. The algorithm for receiving and viewing messages is shown in Figure 1.

The client receives a response from the server. In the list of letters, not all can be sent when using a secure email client. Thus, some of them will not be encrypted and do not need to be decrypted. Such messages are displayed to the user immediately without any additional processing.

Messages sent using this tool are encrypted and require additional decryption procedures before being displayed. Such letters are marked with a special header before being sent, which makes it possible to uniquely identify them among the general set.

The cryptographic algorithm used to encrypt and decrypt data is AES in CBC mode with a 128-bit key. The secret key is generated based on the public key of the Diffie-Hellman protocol. The public key is represented as the sender's or recipient's key when encrypted or decrypted, respectively. The private key is the user's password, which is located on the client and is not transmitted anywhere outside of it.

Thus, having received encrypted messages, the client generates an AES secret key and decrypts them. The subject, content and files are stored in encrypted form in the letter.

Sending an email can take place in two scenarios:

1. To the email address of a person who does not have an email client account. In this case, since the recipient's public key is missing, no encryption will be performed. The letter will be sent in clear text.

2. To the email address of the person who has an email client account. In this case, the client will receive the recipient's public key from the server, form a common key between the sender and the recipient, obtain an AES secret key based on it, and encrypt the message: subject, content, and files.

Let us consider the second case in more detail. The client, having encrypted the message, sends it to the server. The server establishes a connection with the mail service via the SMTP protocol and sends a letter on behalf of the mail account from which the user performed the action. The server then saves a copy of the message to the Sent Items folder via IMAP or POP3 (depending on the mail service).

Thus, using the Diffie-Hellman protocol and the AES cryptographic algorithm, secure data transmission from the sender to the recipient is ensured without the possibility of viewing this information by third parties.
The user requests the mail server to attach to the mail address

The IMAP server downloads the user's letters and saves them in its database. Then send to the client

The client receives a list of letters and processes them one by one (decrypts)

The recipient is a mail client user and the message has the header "Lex-Client"

The client, based on the user's private key and the recipient's public key, generates a common key using the Diffie-Hellman algorithm

The shared key is converted to a key for the AES-CBC algorithm

The client decrypts the message data (subject, message, files) using the AES-CBC algorithm

The client displays letters with decrypted data on the user's display

Fig. 1. Algorithm for receiving messages.
3 Results

Consider the software implementation of the developed algorithms.

The client part of the software is an interface for communication between a user and an email client and implements encryption and decryption of emails.

The user begins his interaction with the software through the registration window. The user needs to fill out a form: enter a login, name, and password, which will then be used by him to log into his account in the mail client.

After filling, the user clicks the "Register" button. Next, the "onclick" browser event fires, which fires the trigger function. This function converts the user's password into a shared Diffie-Hellman key between the server and the client. Thus, the server does not receive the password in the clear and has no way of knowing it in any way. The public key of the server is always present inside the HTML code of the page and is substituted there every time the pages are rendered by the server. Thus, the server "shares" the key with the clients.

After the form is processed by the script, it is sent to the server. Then it is received by the SignUpView handler function and creates a new user within the system.

After registration, the user must go through the authentication and authorization procedures. To do this, he must enter the login and password specified during registration. On login, the trigger function converts the password into a shared key between the server and the client and submits the form to the server. There, the handler function performs authentication and authorization. If successful, a session is established and a session key is returned, which is then used in all requests that require read or write access from the user. If unsuccessful, a list of errors will be returned to the user.

After a successful login, the user is redirected to a web page for viewing and editing personal account information. Login and password cannot be changed. Also, this data is not provided for viewing by the user.

Next, the user is taken to the email connection page. On this page, the user can connect a new email or change the data for authorization in an existing one.

To work with the mail account, a separate web page is provided with the interface shown in Figure 2.

![Fig. 2. Mail account management interface.](test2021042318@gmail.com)

To get a web page, a GET request is made to a special handler named SMTPAccountDetailView. Before rendering the page, it calls the mail service and requests a list of emails that have not yet been uploaded to the tool's database in order to retrieve and store them. After that, the page is rendered: a list of letters is built in an HTML document. The listing only shows the subject, sender, and date the email was received. The user can choose which folder to view messages from.
Having received a response from the server with a ready web page, the client decrypts the encrypted part of the letter.

The user fills out the form: specifies the recipient's address, subject and content. Attaches files as needed. Separately, it is worth noting that when entering a recipient, GET requests are made to the server using AJAX, which return information on the presence of such mail in the mail client. Thus, if such mail is found, then the transmission of the letter will be protected by end-to-end encryption using the Diffie-Hellman protocol. Moreover, the public key of the user with such mail will be returned in the same GET request.

By clicking on the "Send message" button, the lexEncrypt encryption function is launched. First, it checks to see if the recipient is on the mail client's system. If it is not present, then the function does nothing and immediately sends a POST request to the server. Otherwise, based on the recipient's public key and the user's password, which is stored in the browser's local memory, a pre-shared Diffie-Hellman key is generated. This key is then converted into the secret key of the AES algorithm. Text and file information is encrypted. The form overrides the values with the new encrypted ones and sends it to the server as a POST request to the SMTPAccountDetailView handler. The handler then sends the message to the mail service server using the SMTP protocol and makes a copy and saves it through the IMAP, POP3 or other protocol (depending on which mail service is used).

4 Conclusions

As part of these studies, the following was done:
- cryptographic protocols of key distribution were analyzed;
- implemented algorithmic support of the mail client with the transfer of data protected by end-to-end encryption;
- the architecture of the final software tool was formulated, consisting of client and server parts, each of which performs its own functionality to ensure the transfer of data protected by end-to-end encryption.

Thus, the tasks set are solved, the purpose of the study is achieved.
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